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**Assignment no. 05**

Problem Statement: Write a program to generate three address code for the simple expression.

Objective:

1. Student will be able to generate three address code

Theory:

Three address code is a type of intermediate code which is easy to generate and can be easily converted to machine code.It makes use of at most three addresses and one operator to represent an expression and the value computed at each instruction is stored in temporary variable generated by compiler. The compiler decides the order of operation given by three address code.

Implementation of Three Address Code –

There are 3 representations of three address code namely

Quadruple

Triples

Indirect Triples

1. Quadruple –

It is structure with consist of 4 fields namely op, arg1, arg2 and result. op denotes the operator and arg1 and arg2 denotes the two operands and result is used to store the result of the expression.

Advantage –

* Easy to rearrange code for global optimization.
* One can quickly access value of temporary variables using symbol table.

Disadvantage –

* Contain lot of temporaries.
* Temporary variable creation increases time and space complexity.

2. Triples –

This representation doesn’t make use of extra temporary variable to represent a single operation instead when a reference to another triple’s value is needed, a pointer to that triple is used. So, it consist of only three fields namely op, arg1 and arg2.

Disadvantage –

* Temporaries are implicit and difficult to rearrange code.
* It is difficult to optimize because optimization involves moving intermediate code. When a triple is moved, any other triple referring to it must be updated also. With help of pointer one can directly access symbol table entry.

3. Indirect Triples –

This representation makes use of pointer to the listing of all references to computations which is made separately and stored. Its similar in utility as compared to quadruple representation but requires less space than it. Temporaries are implicit and easier to rearrange code.

Code:

import java.io.\*;

class ass5\_2 {

    private static final char[][] precedence = {

            { '/', '1' },

            { '\*', '1' },

            { '+', '2' },

            { '-', '2' }

    };

    private static int precedenceOf(String t) {

        char token = t.charAt(0);

        for (int i = 0; i < precedence.length; i++) {

            if (token == precedence[i][0]) {

                return Integer.parseInt(precedence[i][1] + "");

            }

        }

        return -1;

    }

    public static void main(String[] args) throws Exception {

        char token;

        boolean processed[];

        String[][] operators = new String[10][2];

        String expr = "", temp;

        BufferedReader in = new BufferedReader(new InputStreamReader(System.in));

        System.out.println("\nEnter an expression for calculating 3-Address codes ");

        expr = in.readLine();

        int i = 0, j = 0, opc = 0;

        processed = new boolean[expr.length()];

        for (i = 0; i < processed.length; i++) {

            processed[i] = false;

        }

        for (i = 0; i < expr.length(); i++) {

            token = expr.charAt(i);

            for (j = 0; j < precedence.length; j++) {

                if (token == precedence[j][0]) {

                    operators[opc][0] = token + "";

                    operators[opc][1] = i + "";

                    opc++;

                    break;

                }

            }

        }

        System.out.println("\n Operators: \n Operators \t Location number\n ");

        for (i = 0; i < opc; i++) {

            System.out.println(" " + operators[i][0] + "\t\t" + operators[i][1]);

        }

        // Insertion sort

        for (i = opc - 1; i >= 0; i--) {

            for (j = 0; j < i; j++) {

                if (precedenceOf(operators[j][0]) > precedenceOf(operators[j + 1][0])) {

                    temp = operators[j][0];

                    operators[j][0] = operators[j + 1][0];

                    operators[j + 1][0] = temp;

                    temp = operators[j][1];

                    operators[j][1] = operators[j + 1][1];

                    operators[j + 1][1] = temp;

                }

            }

        }

        System.out.println("\n Operators sorted in their precedence : \n Operators \t Location number \n");

        for (i = 0; i < opc; i++) {

            System.out.println(operators[i][0] + "\t\t" + operators[i][1]);

        }

        System.out.println();

        String FileOut = "output.txt";

        BufferedWriter bufferedWriter = new BufferedWriter(new FileWriter(FileOut));

        String prt = "";

        for (i = 0; i < opc; i++) {

            j = Integer.parseInt(operators[i][1] + "");

            String op1 = "", op2 = "";

            if (processed[j - 1] == true) {

                if (precedenceOf(operators[i - 1][0]) == precedenceOf(operators[i][0])) {

                    op1 = "t" + i;

                } else {

                    for (int x = 0; x < opc; x++) {

                        if ((j - 2) == Integer.parseInt(operators[x][1])) {

                            op1 = "t" + (x + 1) + "";

                        }

                    }

                }

            } else {

                op1 = expr.charAt(j - 1) + "";

            }

            if (processed[j + 1] == true) {

                for (int x = 0; x < opc; x++) {

                    if ((j + 2) == Integer.parseInt(operators[x][1])) {

                        op2 = "t" + (x + 1) + "";

                    }

                }

            } else {

                op2 = expr.charAt(j + 1) + "";

            }

            System.out.println("t" + (i + 1) + " = " + op1 + operators[i][0] + op2);

            prt = "t" + String.valueOf(i + 1) + " = " + op1 + " " + operators[i][0] + " " + op2;

            bufferedWriter.write(prt);

            bufferedWriter.newLine();

            processed[j] = true;

            processed[j - 1] = true;

            processed[j + 1] = true;

        }

        bufferedWriter.close();

    }

}

Output:

![](data:image/png;base64,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)